Atitit 简化设计 表驱动开发 vs 领域驱动设计ddd vs tdd
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# TDD EDD DDD

## 事件驱动设计

## 表驱动 VS DDD

# 表驱动开发更加简单

易于使用和实现

## 事务脚本 + 贫血模型

* 面向数据建模
* 事务脚本
* 数据驱动设计
* 简单业务开发快

模型中只有数据，没有行为，这时候模型只是数据库表在代码中的映射，在软件设计里面有一个专有名词描述这种现象-贫血模型

## **三、进行表设计**

    这个过程有DBA主导，每个模块的负责人和DBA一道，根据Demo页面上面展现的功能、表单、表单域，来设计这个模块相关的表和表的字段。这个过程也要耗费较长的时间，主要纠结于该用什么英文名称来对应表字段，和太多的表以及表字段的含义、类型

## **四、开发页面，设计存储过程？？**

开发人员按照前期的Demo页面，用ASP.NET来实现一遍，主要的工作就是写好多JS代码，来动态调用后台数据。而DBA就将数据工作全包了，为开发人员编写一个个的SQL函数，输出每个页面用到数据，为了对接方便，输出的数据字段名称用的是中文；程序的功能，也就是所谓的业务逻辑，就由DBA全部写在存储过程中了。DBA专心写存储过程，使用SqlServer 2008上的那些最酷的特性；开发人员专心做ASPX页面，BLL层只是一个传声筒，DAL层已经由PDF.NET的代码生成器自动生成了，不用开发人员操心，只是问问DBA这个功能的SQL该怎么写而已。DBA乐得专心，开发人员乐得简单（虽然是体力活），这样大家都HAPPY

# 领域驱动特征

领域驱动设计（Domain Driven Design，DDD）其实并非新理论，大家可以看看 Eric Evans 编著的《领域驱动设计》原稿首版是2003年，距今已十余年时间。与现在的分布式、微服务相比，绝对是即将步入中年的“老家伙”了。

### **充血模型和领域驱动设计**

而领域驱动设计，也就是DDD，是建立在充血模型之上的，即：

领取驱动设计中的领域模型都是充血模型

# **两种开发模式的区别**

    下面，回过头来看看“领域驱动开发”模式，有什么不一样的地方：

1. 领域驱动注重“领域对象模型”的设计，可以先设计，再测试，最后才开发；
2. 领域驱动能够产生系统的核心价值--“领域对象模型”；
3. 领域驱动使得整个开发过程更容易关注系统的重点功能，使得“有的放矢”；
4. 领域驱动无需重点关注数据问题，使得系统跨数据库移植非常容易；
5. 领域驱动更关注“业务”，而不是“数据本身”，适合业务非常复杂的场景；
6. **领域驱动更关注“业务对象”，从而能够使用各种设计模式，架构模式，使得系统更容易扩展和优化。**

 关于这点，在我们现有系统中深有体会，由于所有业务逻辑的写到了存储过程中，而现在系统运行效率比较低下，在不改变硬件的前提下，想优化的空间都没有。

    当然，表驱动开发模式并发一无是处，它比较适的情况是：

1. **开发团队的整体设计能力欠缺；**
2. 项目的业务不是很复杂，不经常变更业务功能；
3. 以数据为中心，数据在项目中具有核心价值；
4. 有很强的DBA团队

与域驱动相比，数据驱动的优点之一是易于使用和实现。因此，在有必要应用域驱动的情况下（通常会无意识地发生这种情况），使用数据驱动。问题来自于数据驱动几乎与面向对象编程的概念不兼容的事实（当然，如果您确实使用OOP）。在小型应用程序中，这些问题几乎是看不见的。在中型应用程序上，这些问题已经很明显，并开始导致反模式。在大型项目中，问题变得很严重，需要采取适当的措施。

反过来，领域驱动的胜利在大型项目上胜出，但在小型项目上，则使解决方案复杂化，需要更多的开发资源，这对于业务需求而言通常是至关重要的（将项目“尽快”推向市场）预算）。

# 数据驱动与域驱动

### **数据驱动**

#### **优点**

1. 允许您快速开发应用程序或原型
2. 方便设计（代码生成，方案等）
3. 对于中小型项目可能是一个很好的解决方案

#### **缺点**

1. 可能导致反模式并失去OOP
2. 导致大型项目混乱，支持复杂等。

### **域驱动**

#### **优点**

1. 使用OOP的力量
2. 允许您控制范围（域）的复杂性
3. 有许多本文未描述的优点，例如，创建语言域和使用BDD
4. 提供用于开发复杂和大型解决方案的强大工具

#### **缺点**

1. 需要更多的开发资源，从而导致更高的解决方案成本
2. 某些部分变得越来越难以支持（映射器数据等）

# 领域驱动的缺点

## 复杂繁琐

领域驱动开发模式，是先分析需求，得到领域模型，然后和业务一起验证该模型，逐步改善完善模型，第二步是实现业务场景，得到哪些领域对象的属性是需要持久化的，得到哪些组合的属性是需要给前端显示的（ViewModel），第三步才是设计View，使用ViewModel，设计实体类，最后才开始开发用户界面。

# 业务架构设计演进

## **事**务脚本 + 贫血模型

## 

## 

## service + 贫血模型

### **service + 充血模型**

随着需求更加的复杂，业务体量越来越大时，我们需要如此改进：

# View驱动对设计

兼容ddd和tdd ，，解耦业务内部表细节

# 综合使用 80%对表驱动+20%的领域设计比较好

各有优缺点

根据我的经验，我可以说指出了两种方法：关注数据（数据驱动）和关注逻辑（域驱动）。实际上，它们是相互竞争的方法，但在实践中可以与共生相结合，这通常被称为反模式。